**Introduction to express JS.**

Express is a popular node JS framework. It is very developer friendly. We can require express module. It gives use a function then we need to call this function. After calling this function it gives us a instance object. We can now work with this object like in raw node js we use server.listen(port). Similarly we can use app.listen(port). Then server will be run using express js.

**Row node server:**

const http = require("http");

// here server is event emiter

const server = http.createServer((req, res) => {

  if (req.url === "/") res.writeHead("this is main port");

  if (req.url === "/about") res.write("this is about page");

});

//when a new connection is established means server is hitting

// then this "connection" event will be   fired

server.on("connection", () => {

  console.log("a new connection established");

});

// Note: rather doing connection events. we can pass a callback function to the createServer for each connection request for    each connection request. it will be fired when a new connection is established

// here is ther server register listener

server.listen(4000, () => {

  console.log("server listening on port ", 4000);

});

In raw node project, all the request hit into a callback inside createServer() function. Then check the request method and route. Based on route we perform operation. If a project have 500 api request. It check 500 if else condition then perform task based which condition meet up with route and method. It is huge task for a large application and not scalable, maintainable, extendable

**Express server demo:**

// require express module

const express = require("express");

// call the express function and get a instace of server

const app = express();

// git specific api route wit method and pass a callback function

app.get("/", (req, res) => {

  console.log("this is base api");

});

app.post("/", (req, res) => {

  console.log("this is post method with " / " route");

});

// start the express server

app.listen(4000, () => {

  console.log("Server is running on port 4000");

});

Similarly we can require express module. It gives us a function. When we call this function it gives a server instance object. Through this instance variable we can create api like app.get(‘/users’, (req, res) => { });

Here we use this instance. And define method with route. We pass ‘route’ and callback to the method. When a request is come to the express server first it check the method is called then it check with the route. If matches then it enter into the callback. Now we can do something and response data using res.send().

Express gives use scalable system, modular, maintainable, readable, developer experience etc.

Express have five components:

* Express function
* App object
* Req and res
* And routing

**Introduction to express JS.**

**express() function:**

const express = require("express");

const app = express();

app.use(express.json());

app.get("/", (req, res) => {

  res.send("this is base route");

});

app.post("/", (req, res) => {

  res.send("this is post route ");

});

app.listen(5000, () => {

  console.log("server listening on port: ", 5000);

});

**app.use() and express.json() inside app.use() function**

app.use() function use for which services we want to use my project. Like if we want to use express.json() function inside app.use() function. Our express server will be able to accept ‘application/json’ data from the client. It will not accept the plain text from client request. By using express.json() function inside app.use() method. It enable server to accept the json data from the client body. It parse the json data from the client body. If we don’t use it. Our express will not be able to accept the json data from the client body. Express.json() method return something that used by app.use() function.

So ensure in the client side header that client added the headers as content-type: application/json. So must pass the headers object with content-type as application/json. Otherwise our express server will not be able to accept this data into server.

**app.use(express.raw())**

if we want to received stream buffer raw data we can use express.raw() function. It gives use data as stream of buffer.

If we want to get orginal data we can use toString() method.

**app.use(express.text())**

if in client side header has not any content-type. By default it pass text data to the server. But if we want to use this text data from client we need to use express.plain() function.

app.use(express.urlencoded())

if we pass urlencoded data from the client we should pass content-type in client side as well as we need to use in the server side app.use(express.urlencoded()) middleware.

**express.static()**

if we want to make a folder as public for direct access. Means we want to make a folder which we can access directly by url like localhost:5000/public/masud.jpg.. we can access this directly by making it static folder.

Here public is a folder which we have made as static folder. Now can access the content of this folder directly by url. Anywhere in the project and in client side url

**app.use(express.static(‘dir of the folder’, options(optional)));**

role of option like suppose we have public folder and a view folder inside public folder. Express application search index.html file first by default. But if we pass option to the static function. Express go to this function first. Like localhost:5000/view/ no need to define like locahost:5000/public/view/index.html.

const userRouter = express.Router();

**app.use(userRouter);**

this express.Router() object enable us to create multiple router object with handle multiple router efficiently. We can have multiple router. We can use then router variable like

userRouter.get(), userRouter.post()… adminRouter.get() etc.

const express = require("express");

const app = express();

// app.use(express.json());

// app.use(express.text());

// app.use(express.raw());

// app.use(express.urlencoded());

// enable use to create public static folder

app.use(express.static(`${\_\_dirname}/public/`));

// enable use to create multiple router object and use it

const userRouter = express.Router();

userRouter.get("/", function (req, res) {

  console.log("this is using the router object");

});

app.get("/", (req, res) => {

  res.send("this is base route");

  console.log(req.body);

});

app.post("/", (req, res) => {

  res.send("this is post route ");

});

app.listen(5000, () => {

  console.log("server listening on port: ", 5000);

});

**Application object or app object**

**Const app = express()**

By using app.local.title = ‘this is my app tiitle’. We can access this title entire our application by using app.local.title. in other js file we need use req.app.local.title. we can define our local variable by using app.local variable

**app.mountPath : it return the parent path of this sub path**

used for sub app as mounted. We have multiple app object. This is the beauty of express application. Const app = express(); const admin = express() … and more we have. We know that object reference type. So here we call express function and express function give us a reference object. So app and admin hold different reference. Now we can define our app entry point that which sub route will be called. Suppose we have used app.use(‘/admin’, adminRoutes); when any request start with ‘/admin’ then program go to this routes only. By pass the app route.this is very important concept in express application. We can find the mounted path using console.log(admin.mountPath); it gives the mounted path

const admin = express();

app.use("/admin", admin);

admin.get("/verify", (req, res) => {

  console.log(

    "when /admin is called then the program will come to the admin object and search the sub path"

  );

  console.log(admin.mountpath);

});

**Admin.mount event : it will be fired when a sub route will be fired. This mount event gives parent app. // refers to the parent app. Means ‘app’ which is our main server.**

admin.on("mount", (parent) => {

  console.log("parent is fired", parent);

});

**App.all() function**

We can create universal route by using app.all() function. When any user hit a route with any method like get, post, put, delete or any method. This route will be hit if route is ok. App.all(‘/masud’, (req, res) => {

Console.log(‘this is masud rana from express app’);

});

If any client hit ‘/masud’ route with any method. This route will be hit. It enable us to create a universal route

app.all("/masud", (req, res) => {

  console.log("this is masud rana inside univesal route path");

});

**app.disalbed(‘case sensitive routing’) or app.enable()**

these function enable us to setting up some functionality that is by default used. We know that by default app route case insensitive but we can setting up as sensitive by using app.enable(‘case sensitive routing’) function

our route path ‘/aobut’. But any client hit ‘About’ then will not get any response. Because now our routing is case sensitive.

**App.get() with app.set()..**

It similar to the app.locals variable. If we set app.set(‘title’, ‘this is my express title’) then If we define app.get(‘title’); if any client hit this ‘title’ route. Then he will get ‘this is express title’ value. But mainly it used for setting.

**app.listen(port, callback)**

this is used for start the express server. It takes port number and a callback

**Middleware:** middleware kinds of interceptor. It intercept the main req and do something before going to the main request route. Then it back to the main request. Middleware has access req and res object. It takes req, res, next parameter. Before going to the main route request. We can do something and modify req object.

In middleware we need to call next(). It means now it will be gone to the main request route.

**app.param()**

this function is used likely middleware. It takes params and a callback req, res, next, params variable

app.param("id", (req, res, next, id) => {

  //when a id param is provided to a route. this app.param function will be called. users/234234

  //after that we can do something like we can modify the req object. after working this function. now we can shift to the main route req

  const user = {

    name: "masud rana",

    age: "23",

  };

  req.user = user;

  next(); // must call next() to go to the main route req.

  // now we access this user to the main route

});

app.get("/:id", (req, res) => {

  console.log("user comming from ", req.user.name);

  // res.send("this is base route");

  // console.log(app.locals.title);

  // console.log(req.body);

  res.send(req.user);

});

**app.path()**

app.use(‘/user’, admin);

it return the path. Const admin = express(); admin.use(‘/admin’, admin);

first when client hit ‘/user’, route it go the admin router. In admin route we define a middleware. Now it go to the admin router. Inside admin route if we console admin.path() function it gives us ‘/user/admin’.

app.use("/blog", blog);

blog.use("/admin", admin);

admin.get("/", (req, res) => {

  // here we can check the entire route path using admin.path()

  console.log(admin.path());

  res.send("this is route like blog/admin home route");

});

![](data:image/png;base64,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)

**App.route()**

When we define our api like app.get(‘user’,callback) app.post(‘/user’,callback) app.put(‘/user’,callback) app.delete(‘/user’,callback) or similar route path and different method. When route path large like ‘/user/course/section’. Each time we need to write route name with method. It is very silly hard. Instead we can use app.route() function. It takes the common route path. Then we define with dot notation with method like

app

  .route("/user")

  .get((req, res) => {

    console.log("this is get route");

  })

  .post((req, res) => {

    console.log("this is post route");

  })

  .put((req, res) => {

    console.log("this is put route");

  });

**Note:** ejs is similar to the html

**app.set(‘view engine’, ‘ejs’)** by using this. We can use ejs template. Views is the default folder for ejs. We can create sub folder to it.

**Request Object**

Client request mainly http or https request. Request represents the http request.

Request know as req ( we can receive it as other names. Everyone use this req. it is convention. Nothing else).

When a client make a request to the server. Automatically this request have been included some things. It may have query. Or client manually pass some things.

**req.baseUrl** gives the url in which route our app is mounted.

**req.orginalUrl**

**req.path** : it gives route path

**req.hostname :** it gives the domain name

**req.ip** :return client ip address

**req.method :** return the request method like get, post, put, delete etc

**req.params :** return all the params as object

**req.query :** return query as object

**req.body :** return client body object

**req.cookies** :return cookies

**req.signCookies** :return sign cookies

**req.secure :**return request is secure or not. If http return false. If https return true

**these are important property of request object.**

**Req.baseUrl**

const express = require("express");

const app = express();

app.get("/", (req, res) => {

  console.log(req.baseUrl);

  res.send("Hello world!");

});

app.listen(5000, () => {

  console.log("listening on port ", 5000);

});

If a route mounted in a sub route. Then we can see the baseUrl value. But in the main app we cannot see the baseUrl. In the above example we can’t see the baseUrl. Because it is the main app. And path is ‘/’. We know that baseUrl return something when we console it inside a sub route where sub route is mounted.

baseUrl holo eirokom j. j route a ami akhon asi. Mane ei api ta mounted hoise. Sei route ta amader k dibe baseUrl.

const express = require("express");

const app = express();

const admin = express();

app.use("/admin", admin);

admin.get("/dashboard", (req, res) => {

  console.log(

    "this is the sub app and mounted app.here we can see the baseUrl property"

  );

  console.log(req.baseUrl);

});

Here we get ‘/admin’ as answer. Because admin.get() api is mounted under the ‘/admin’ route. This is the base url of this admin route. Mainly req.baseUrl return this base url.

But req.orginalUrl return whole url. Means it return ‘/admin/dashboard’. It return route path to the mounted route or api.

**Req.cookiess**  note: cookies has in client. So if we want to access this cookies in the server side we need to parse this cookies. Express has a cookies parser module we can use it.

npm I cookie-parser. Then we can use this module by require.

**Response Object**

Response header read client. response data maybe json, html, text, form data etc.

Server can set cookies to the client response object. Res represent the http response. By convention we use res name. response has some properties. res.app return the server reference. We can set many custom properties like data. Res.headersSent return true or false when response is passed or not.

**Res.cookie** set by name and value

**res.end()** cancel the response only. We don’t pass the data to the client

**res.send()** ;send the http response. We use when need to pass data to the client. and end the response.

**Res.json()** it response the data that we pass to this function as JSONParse. It parse the response data and send to the client

**Res.status = 500** by doing this we can set status code to the client

**res.render()** : used for render view template like ejs

**res.redirect()** to help client to redirect a specific location

**res.render() with app.set(‘view engine’, ‘ejs’)**

const express = require("express");

const app = express();

app.set("view engine", "ejs");

app.get("/about", (req, res) => {

  res.render("pages/about");

});

app.listen(5000, () => console.log("listening on port 5000"));

we can pass the location of the ejs file to the render() method. Then we can see the rendered page. We can pass object to the ejs file by pass object as second parameter into render() method

receive the object property value:

<!DOCTYPE html>

<html lang="en">

  <head>

    <meta charset="UTF-8" />

    <meta name="viewport" content="width=device-width, initial-scale=1.0" />

    <title>Document</title>

  </head>

  <body>

    about page: <%= title %>

  </body>

</html>

Object pass:

app.get("/about", (req, res) => {

  console.log(res.headersSent);

  res.render("pages/about", { title: "About" });

  console.log(res.headersSent);

});

**Res.end()** finished the response without passing any data. **Res.send()** finished response by passing data

**res.status(200)**

**res.cookie(‘name’, ‘value’)**

res.cookie("token", "masud rana", );

  res.end();

we can set cookie from client side. We can send options object for httpOnly, expires date etc

**res.location(‘/test’)** it setlocation into header for client

const express = require("express");

const app = express();

app.set("view engine", "ejs");

app.get("/test", (req, res) => {

  console.log("this is test");

  res.end();

});

app.get("/about", (req, res) => {

  // console.log(res.headersSent);

  // res.render("pages/about", { title: "About" });

  // console.log(res.headersSent);

  res.status(200);

  res.cookie("token", "masud rana");

  // res.location("/about"); just set location into header

  // res.location("/test");

  //res.location("/test"); redirect to this /test route

  res.redirect("/test");

  res.end();

  // res.json({

  //   name: "masud Rana",

  // });

});

app.listen(5000, () => console.log("listening on port 5000"));

**res.redirect(‘/test’)** redirect to this route path

**res.set(‘header name’, ‘value’)** res.set() method set header key value pair.

**res.get(‘title’)** it return the header property which name is ‘title’

 res.set("Title", "About");

  res.get("Title");

**Middleware**

Express js works based on middleware. Middleware is a simple function which has access to the req, res, object and one next() function. Middleware work like a cycle. When a http request is coming to the server, then server can call middleware function if needed any middleware function with the api route. Then middleware do some task and call the next() function if any middleware is persist. Or any middleware can call res object without calling any next() function.

Any middleware can through any error. If any middleware throw any error. Server will be stop there. Next middleware will not pass any request. We need to handle error

If we have not any error handing, even error is found. The program will be crashed.

Each middleware can call res object without calling the next() function.

Some important characteristic of middleware

* Executes any js code or anything
* Can change ‘req’ and ‘res’ objects
* Can end request or response cycle
* Call next middleware by next()
* Throw & catch errors

Types of middleware

* Application level middleware by using app.use()
* Router level middleware like router.use();
* Error-handling middleware
* Built-in middleware express.json(), express.raw()
* Third party middleware

Middleware is just a function which have access req, res, and next function.

app.get("/about", (req, res) => {

  res.send("about");

});

Here (req,res) => { res.send(“about”); }); one kind of middleware. Because this is a function.

If we want to use any middleware we should notify the express app. We need to use app.use() function by passing middleware function. When we will use app.use(myMiddleware); when any api is called. First program run this middleware.

const express = require("express");

const app = express();

const myMiddleware = (req, res, next) => {

  console.log("i am logged in 1");

  next();

};

const myMiddleware2 = (req, res, next) => {

  console.log("i am logged in 2");

  next();

};

app.use(myMiddleware);

app.use(myMiddleware2);

app.get("/about", (req, res) => {

  res.send("about");

});

app.listen(5000, () => console.log("listening on port 5000"));

even I hit the ‘/about’ route. First it go to the middleware. After executing middleware we need to call next() function otherwise it stuck on this middleware. After calling next() inside both middleware it come to the ‘/about’ route.

* **Above example is application level middleware.** Where we directly write middleware inside our application.
* const express = require("express");
* const app = express();
* const admin = express.Router();
* const myMiddleware = (req, res, next) => {
* console.log("i am logged in 1");
* next();
* };
* const myMiddleware2 = (req, res, next) => {
* console.log("i am logged in 2");
* next();
* };
* // middleware
* // app.use(myMiddleware); // application level middleware
* // app.use(myMiddleware2);
* app.use("/admin", admin); //router level middleware
* admin.get("/dashboard", (req, res, next) => {
* console.log("this is called only when /admin/dashboard is called");
* });
* app.get("/about", (req, res) => {
* res.send("about");
* });
* **app.listen(5000, () => console.log("listening on port 5000"));**
* **Above example is router level middleware**

Below is **error handling middleware**

admin.get("/dashboard", (req, res, next) => {

  console.log("this is called only when /admin/dashboard is called");

  // throw a error to the error handling middleware

  throw new Error("this is custom error masud rana passed");

  // you must catch this error by error handling middleware

  // otherwise your program will crash  and you won't be able to continue.

});

app.get("/about", (req, res) => {

  res.send("about");

});

const errorHandler = (err, req, res, next) => {

  console.log("without error this middleware is called");

};

app.use(errorHandler);

app.listen(5000, () => console.log("listening on port 5000"));

when any error is thrown to the server, then program executing will be gone to the error handler middleware. Only when we will throw any error then this middleware will be called.

Without any error. This middleware will not call. This middleware takes four parameters err, req, res, next . First it takes ‘err’ parameter. Express server mainly know which middleware need to call, it find by middleware parameter. When express server see that a function has 4 parameter with err object. Then express understand that this is the error handling middleware. this middleware occurs when any error is thrown to the server. So if want to use this error handling we must provide error handling.

**Middleware**

To handle or manage route, express give us router object. We can work with this object api route. By default we use app object as router. But we can make router object using express.Router() function called. It enables us to make a router object to create more router in the sperate file. Suppose in separate we make a router object like

Const express = require(‘express’); const adminRoute = express.Router();

Here adminRoute is route object. Now we can make api route by using this router object

Then in the server we can use it by using as middleware like app.use(‘admin’, adminRoute).

When user hit the ‘admin’ route. Then the program move to the adminRoute router where we define api route for this object.

**adminRoter.js file:**

const express = require("express");

const adminRoute = express.Router();

adminRoute.get("/dashboard", (req, res) => {

  console.log("this is dashboard");

});

module.exports = adminRoute;

express server router:

const express = require("express");

const app = express();

const adminRoute = require("./adminRoute");

app.get("/about", (req, res) => {

  console.log("about");

});

app.use("/admin", adminRoute); // by pass the api route to the admin route

app.listen(5000, () => console.log("listening onport 5000"));

adminRoute.all(‘\*’, log) this function called with any http method.

publicRoute.param(‘user’, (req, res, next, id) => {

if(id===2) do something;

else do something });

we can use others way like calling a function

publicRoute.param((param, option) => (req, res, next, id) => {

if(id === option) next();

else res.sendStatus(403)

}

);

publicRoute.param(‘user’, ‘213’);

**router.route()** similar to **app.route()** method

this method takes common route path name. and then we make a chaining system for the different method.

app

  .route("/user")

  .get((req, res) => {

    console.log("get");

  })

  .post((req, res) => {

    console.log("post");

  });

Router.use() similar to app.use()

Router.use() is not used by whole application

Express application mainly routing and middleware

**Error handling**

Express by default handle error by throw new Error(“error”); if we throw this error. It automatically handled by the express. Our server will not crash. Other example is let we want to response a object that is not exits or defined inside api route. But when user hit this route. They get response but server will not crash. Express default synchronous handle this error.

const express = require("express");

const app = express();

const port = 5000;

app.get("/", (req, res) => {

  console.log("this");

  res.send(a)

//   throw new Error("Not implemented");

});

app.listen(port, () => {

  console.log("listening on port " + port);

});

By handling error, express just throw this error into console but our express server will not crash

If express get any synchronous error. It pass this error to the default error handling middleware. This error handling middleware invisible. It print the stack tress.

Note: if we want to create our own error middleware we need to override this default error handling middleware.

* Must this overridden middleware need to write end of the server. When any error occurs then this middleware will be called. By default it send 200 status code. So manually we need to send status code 500.

const express = require("express");

const app = express();

const port = 5000;

app.get("/", (req, res) => {

  console.log("this");

 res.send(a);

  //   throw new Error("Not implemented");

});

// eror handling middleware overrides

app.use((err, req, res, next) => {

  res.send("this middleware called since error is occuring");

  console.log("console. print", err);

});

app.listen(port, () => {

  console.log("listening on port " + port);

});

In app.get route we send a variable a. but a is not define in this api route.so it should gives us error by default in the console. But already we have override this error handling route. So whatever we write in this middleware that will show in the console. We can write our own error message or error code.

By overriding error handling middleware we can now easily receive any error and can modify error message. We can send error message or status code to the client when error will be occur.

This is very important concept

404 is not a error. It is just not found.

// 404 error handler

We need to make a middleware in application level. After checking all the route, if any route is not found. Then application level error will be called.

const express = require("express");

const app = express();

const port = 5000;

app.get("/", (req, res) => {

  console.log("this");

  res.send(a);

  //   throw new Error("Not implemented");

});

//this is application level middleware to handle 404 not found errors

//this middleware called when none of the route is matching

app.use((req, res) => {

  console.log("this is not found error handler");

});

// eror handling middleware overrides when any error occurs

app.use((err, req, res, next) => {

  res.send("this middleware called since error is occuring");

  console.log("console. print", err);

});

app.listen(port, () => {

  console.log("listening on port " + port);

});